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![](data:image/jpeg;base64,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)

**Полученная числовая последовательность:**

260 260 240 240 260 260 260 100 100 260 260 240 260 60 100 40

260 80 100 20 240 260 260 260 100 100 260 240 20 100 80 260

260 260 0 100 100 40 260 260 100 100 100 80 100 100 120 0

260 240 100 100 100 100 100 100 100 0 260 60 100 100 100 100

100 100 20 260 260 40 120 100 100 100 100 100 60 260 240 100

100 260 260 260 260 100 100 60 260 80 100 100 100 100 100 100

100 100 20 260 100 100 100 100 100 120 100 260 80 100 100 100

100 100 100 100 100 260 260 260 260 260 260 260 260 260 260 260

**Часть кода, отвечающая за считывание последовательности:**

from matplotlib import pyplot as plt

from skimage.io import imread, imshow, imsave

import math

// введение библиотек

img = imread('NC2\_2.jpg')

// считывание картинки

arr = []

// введение динамического массива arr[]

for i in range(128):

  arr.append(img[64][i])

// заполнение массива arr[] соответственными элементами средней строчки картинки

for i in range(128):

  arr[i]=int(round(arr[i]/20)\*20)

// округление элементов массива arr[] до кратных двадцати

for i in range(128):

  print(arr[i],end=' ')

  if i%16==15:

    print()

// вывод массива

**Упорядоченные символы первичного алфавита с указанием частоты встречаемости:**

0 meets 3 times out of 128

40 meets 3 times out of 128

120 meets 3 times out of 128

20 meets 4 times out of 128

60 meets 4 times out of 128

80 meets 5 times out of 128

240 meets 7 times out of 128

260 meets 41 times out of 128

100 meets 58 times out of 128

**Равномерный двоичный код:**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 20 | 40 | 60 | 80 | 100 | 120 | 240 | 260 |
| 0000 | 0001 | 0010 | 0011 | 0100 | 0101 | 0110 | 0111 | 1000 |

Количество символов алфавита: 9

Значение энтропии: 2.14884127076507

Расчётная длина двоичного кода: 4 бита \* 128 = 512 бит

**Код Шеннона-Фано:**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| A[i] | P(A[i]) | 1 шаг | 2 шаг | 3 шаг | 4 шаг | 5 шаг |
| A[1] = 0 | 3/128 | 0 | 00 | 000 | 0000 | 00000 |
| A[2] = 40 | 3/128 | 00001 |
| A[3] = 120 | 3/128 | 0001 | 00010 |
| A[4] = 20 | 4/128 | 00011 |
| A[5] = 60 | 4/128 | 001 | 0010 | 00100 |
| A[6] = 80 | 5/128 | 00101 |
| A[7] = 240 | 7/128 | 0011 | |
| A[8] = 260 | 41/128 | 01 | | | |
| A[9] = 100 | 58/128 | 1 | | | | |

**Кодовое дерево Хаффмана:**

**Код Хаффмана:**

Закодируем наш массив. Тогда алфавит будет A={0,40,120,20,60,80,240,260,100}, а набор весов (частота появления символов алфавита в кодируемом массиве) W={3,3,3,4,4,5,7,41,58}:

В дереве Хаффмана будет 9 узлов:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Узел** | **0** | **40** | **120** | **20** | **60** | **80** | **240** | **260** | **100** |
| Вес | 3 | 3 | 3 | 4 | 4 | 5 | 7 | 41 | 58 |

По алгоритму возьмем два символа с наименьшей частотой — это 0 и 40. Сформируем из них новый узел  весом 6 и добавим его к списку узлов:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Узел** | **120** | **20** | **60** | **80** | **0 и 40** | **240** | **260** | **100** |
| Вес | 3 | 4 | 4 | 5 | 6 | 7 | 41 | 58 |

Затем опять объединим в один узел два минимальных по весу узла — 120 и 20:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Узел** | **60** | **80** | **0 и 40** | **120 и 20** | **240** | **260** | **100** |
| Вес | 4 | 5 | 6 | 7 | 7 | 41 | 58 |

Затем опять объединим в один узел два минимальных по весу узла — 60 и 80:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Узел** | **0 и 40** | **120 и 20** | **240** | **60 и 80** | **260** | **100** |
| Вес | 6 | 7 | 7 | 9 | 41 | 58 |

Затем опять объединим в один узел два минимальных по весу узла — (0 и 40)

 и (120 и 20):

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Узел** | **240** | **60 и 80** | **0, 20, 40 и 120** | **260** | **100** |
| Вес | 7 | 9 | 13 | 41 | 58 |

Затем опять объединим в один узел два минимальных по весу узла — 240

 и (60 и 80):

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Узел** | **0, 20, 40 и 120** | **60, 80 и 240** | **260** | **100** |
| Вес | 13 | 16 | 41 | 58 |

Затем опять объединим в один узел два минимальных по весу узла —

(0, 20, 40 и 120) и (60, 80 и 240):

|  |  |  |  |
| --- | --- | --- | --- |
| **Узел** | **0, 20, 40, 60, 80, 120 и 240** | **260** | **100** |
| Вес | 29 | 41 | 58 |

Затем опять объединим в один узел два минимальных по весу узла —

(0, 20, 40, 60, 80, 120 и 240) и 260:

|  |  |  |  |
| --- | --- | --- | --- |
| **Узел** | **0, 20, 40, 60, 80, 120 и 240** | **260** | **100** |
| Вес | 29 | 41 | 58 |

Затем опять объединим в один узел два минимальных по весу узла:

|  |  |  |
| --- | --- | --- |
| **Узел** | **100** | **0, 20, 40, 60, 80, 120, 240 и 260** |
| Вес | 58 | 70 |

Объединяем последнюю пару и получаем один узел, значит, мы пришли к корню дерева Хаффмана (смотри рисуно­к). Теперь для каждого числа выберем кодовое слово (бинарная последовательность, обозначающая путь по дереву к этому символу от корня):

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Символ** | **0** | **20** | **40** | **60** | **80** | **100** | **120** | **240** | **260** |
| Код | 10000 | 10011 | 10001 | 10110 | 10111 | 0 | 10010 | 1010 | 11 |

**Закодированное равномерным кодом сообщение:**

10001000011101111000100010000101010110001000011110000011010100101000010001010001011110001000100001010101100001110001010101001000100010000000010101010010100010000101010101010100010101010110000010000111010101010101010101010101010100001000001101010101010101010101010100011000100000100110010101010101010101010011100001110101010110001000100010000101010100111000010001010101010101010101010101010101000110000101010101010101010101100101100001000101010101010101010101010101010110001000100010001000100010001000100010001000

Длина кодового слова: 512 бит

Количество переданной информации: 128 пикселей

Степень сжатия сообщения: 1

**Закодированная полученным кодом Шеннона–Фано последовательность:**

01010011001101010111010100110100100100001010010110001100110101011101001100011100101010101000001100001010111100101110001000000010011111111100000010010011111100011010100001000101111100100010011110101010111001000100101111111110001101111110001010100101111111110101010101010101010101

Средняя длина кодового слова: 3,078125 бит

Количество переданной информации: 128 пикселей

Степень сжатия сообщения: 0,76953125

Относительная избыточность: 0,319

**Закодированная полученным кодом Хаффмана последовательность:**

11111010101011111100111110101110110010001111011101001110101111110011101010011010111111111100000010001111100010111001001010000111010000000010000111011000000010011111110001100100000010110111010001111111100101101110111000000001001111000001001001110111000000001111111111111111111111

Средняя длина кодового слова: 3,078125 бит

Количество переданной информации: 128 пикселей

Степень сжатия сообщения: 0,76953125

Относительная избыточность: 0,319

**Вывод:** существуют несколько возможностей сжать кодовое сообщение: путём кодирования Шеннона-Фано либо кодом Хаффмана. Это позволяет сжимать сообщение в среднем на 20-30%, что экономит затраченную память.